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One of the powerful things about the command line environment we support in ISIP code is the
"replace directory" set of options. This makes it very easy to process data and replicate a
portion of the source directory tree in the destination directory. For example, suppose your
input is of the form:

/one/two/three/four/f001.edf
/one/two/three/five/f002.edf
/one/two/nine/four/f003.edf

The replace dir options on most of our tools allow you to run the input list and automatically
create, or replicate the output directory structure:

nedc_command.py -r /one/two —-o /home/output -e edfx files.list

/home/output/three/four/f001.edf
/home/output/three/five/f002.edf
/home/output/nine/four/f003.edf

But how do you do this when building a new database? For example, suppose your task is to copy
500 files from a database of 14,000 files? How do you do that in a way that easily replicates the
source directory structure in the output?

0f course, emacs macros and a handy command "mkdir -p" make this easy:
(1) Generate a list of inputs:

/one/two/three/four/f001.edf
/one/two/three/five/f002.edf
/one/two/nine/four/f003.edf

(2) Use an emacs macro to convert this list file, which is a text file, to a script:

#!/bin/sh

mkdir —-p /home/output/three/four
mkdir -p /home/output/three/five
mkdir -p /home/output/nine/four

(3) Then convert the original list to a script that copies:

#!/bin/sh

cp /one/two/three/four/f001.edf /home/output/three/four/
cp /one/two/three/five/f002.edf /home/output/three/five/
cp /one/two/nine/four/f003.edf /home/output/nine/four

"mkdir -p" will make all of the directory structure. You don't have to make it level by level
manually. It will create the entire tree, or whatever pieces of it don't exist. You can run it
multiple times with no damage. It will add to the existing tree or ignore parts which already
exist.

Though there are other ways to do this, including using rsync with an exclusion list, the
combination of emacs macros and basic Unix commands/scripting is a really powerful and easy to
remember way to do this. When building databases like TUH EEG or TUH DPATH, which involve
hundreds of thousands of files, these tools can be incredibly valuable.

Some of you might ask "teach me how to do this". But it is really hard to teach because we make
it up as we go along. Once you master the philosophy behind emacs macros, and you understand
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enough about Unix to be dangerous, you can solve these kinds of complicated problems very easily
by breaking them into a series of steps, and implementing each step with a script generated by a
macro.

To get started, just write down the sequence of steps you have to go through to accomplish your
task, and then think about how each step can be implemented with a series of Unix commands. Then
turn those commands into scripts using emacs macros.

-Joe
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